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**Java String Operations and Performance Lab Practice Problems**

**Best Programming Practices**

1. Use Variables including for Fixed, User Inputs, and Results

2. Use Methods instead of writing code in the main() function

3. Proper naming conventions for all variables and methods

4. Proper Program Name and Class Name

5. Handle checked and Unchecked Exceptions wherever possible

6. Proper Method Name, which indicates action-taking inputs and provides rthe esult

**Lab Practice Programs (Any Six)**

**Problem 1: Write a program to find and replace all occurrences of a substring in a text without using the replace() method**

**Hint =>**

a. Take user input using the Scanner nextLine() method for the main text and the substring to find and replace

b. Create a method to find all occurrences of the substring using indexOf() method in a loop and store the starting positions in an array

c. Create a method to replace the substring manually by:

● i. Building a new string character by character using charAt() method ● ii. Skip the characters of the original substring and insert the replacement substring

d. Create a method to compare the result with the built-in replace() method and return a boolean

e. The main function calls all user-defined methods and displays both results along with the comparison

SOLUTION:

import java.util.\*;

public class FindAndReplaceDemo {

public static List<Integer> findOccurrences(String text, String findStr) {

List<Integer> positions = new ArrayList<>();

int index = text.indexOf(findStr);

while (index != -1) {

positions.add(index);

index = text.indexOf(findStr, index + 1);

}

return positions;

}

public static String manualReplace(String text, String findStr, String replaceStr) {

StringBuilder result = new StringBuilder();

int i = 0;

while (i < text.length()) {

if (i <= text.length() - findStr.length() &&

text.substring(i, i + findStr.length()).equals(findStr)) {

result.append(replaceStr);

i += findStr.length();

} else {

result.append(text.charAt(i));

i++;

}

}

return result.toString();

}

public static boolean compareResults(String text, String findStr, String replaceStr, String manualResult) {

String builtInResult = text.replace(findStr, replaceStr);

return manualResult.equals(builtInResult);

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter the main text: ");

String text = sc.nextLine();

System.out.print("Enter the substring to find: ");

String findStr = sc.nextLine();

System.out.print("Enter the replacement substring: ");

String replaceStr = sc.nextLine();

List<Integer> positions = findOccurrences(text, findStr);

if (positions.isEmpty()) {

System.out.println("\nSubstring not found in the text!");

} else {

System.out.println("\nOccurrences of \"" + findStr + "\" found at positions: " + positions);

}

String manualResult = manualReplace(text, findStr, replaceStr);

System.out.println("\nManual Replace Result: " + manualResult);

String builtInResult = text.replace(findStr, replaceStr);

System.out.println("Built-in Replace Result: " + builtInResult);

boolean isSame = compareResults(text, findStr, replaceStr, manualResult);

System.out.println("\nDo both results match? " + (isSame ? "Yes" : "No"));

sc.close();

}

}
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**Problem 2: Write a program to convert text between different cases (uppercase, lowercase, title case) using ASCII values without using built-in case conversion methods**

**Hint =>**

a. Take user input using the Scanner nextLine() method

b. Create a method to convert a character to uppercase using ASCII values:

● i. Check if the character is a lowercase letter (ASCII 97-122)

● ii. Convert by subtracting 32 from the ASCII value

c. Create a method to convert a character to lowercase using ASCII values:

● i. Check if the character is an uppercase letter (ASCII 65-90)

● ii. Convert by adding 32 to the ASCII value

d. Create a method for title case conversion:

● i. Convert the first character of each word to uppercase

● ii. Convert all other characters to lowercase

e. Create a method to compare results with built-in methods (toUpperCase(), toLowerCase())

f. The main function calls all methods and displays the results in a tabular format

SOLUTION:  
  
import java.util.\*;

public class TextCaseConversion {

public static char toUpper(char c) {

if (c >= 97 && c <= 122) return (char)(c - 32);

return c;

}

public static char toLower(char c) {

if (c >= 65 && c <= 90) return (char)(c + 32);

return c;

}

public static String toUpperCase(String text) {

StringBuilder sb = new StringBuilder();

for (int i = 0; i < text.length(); i++) sb.append(toUpper(text.charAt(i)));

return sb.toString();

}

public static String toLowerCase(String text) {

StringBuilder sb = new StringBuilder();

for (int i = 0; i < text.length(); i++) sb.append(toLower(text.charAt(i)));

return sb.toString();

}

public static String toTitleCase(String text) {

StringBuilder sb = new StringBuilder();

boolean newWord = true;

for (int i = 0; i < text.length(); i++) {

char c = text.charAt(i);

if (c == ' ') {

sb.append(c);

newWord = true;

} else {

if (newWord) {

sb.append(toUpper(c));

newWord = false;

} else sb.append(toLower(c));

}

}

return sb.toString();

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter text: ");

String text = sc.nextLine();

String manualUpper = toUpperCase(text);

String manualLower = toLowerCase(text);

String manualTitle = toTitleCase(text);

String builtInUpper = text.toUpperCase();

String builtInLower = text.toLowerCase();

System.out.println("\n------------------------------");

System.out.printf("%-15s | %s\n", "Conversion", "Result");

System.out.println("------------------------------");

System.out.printf("%-15s | %s\n", "Manual Upper", manualUpper);

System.out.printf("%-15s | %s\n", "ABuilt-in Upper", builtInUpper);

System.out.printf("%-15s | %s\n", "Manual Lower", manualLower);

System.out.printf("%-15s | %s\n", "Built-in Lower", builtInLower);

System.out.printf("%-15s | %s\n", "Manual Title", manualTitle);

System.out.println("------------------------------");

sc.close();

}

}

OUTPUT:

Enter text: hello

------------------------------

Conversion | Result

------------------------------

Manual Upper | HELLO

Built-in Upper | HELLO

Manual Lower | hello

Built-in Lower | hello

Manual Title | Hello

------------------------------

**Problem 3: Write a program to analyze and compare the performance of String concatenation vs StringBuilder vs StringBuffer for building large strings**

**Hint =>**

a. Take user input for the number of iterations (e.g., 1000, 10000, 100000) b. Create a method to perform String concatenation in a loop:

● i. Use System.currentTimeMillis() to measure start and end time 2
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● ii. Concatenate a sample string multiple times using the + operator ● iii. Return the time taken and final string length

c. Create a method to perform StringBuilder operations:

● i. Use StringBuilder.append() method in a loop

● ii. Measure the time taken and return results

d. Create a method to perform StringBuffer operations:

● i. Use StringBuffer.append() method in a loop

● ii. Measure the time taken and return results

e. Create a method to display performance comparison in a tabular format showing: ● i. Method used, Time taken (milliseconds), Memory efficiency

f. The main function calls all methods and displays the performance analysis

SOLUTION:  
  
import java.util.\*;

public class StringPerformanceAnalysis {

public static long[] testStringConcat(int n) {

long start = System.currentTimeMillis();

String s = "";

for (int i = 0; i < n; i++) s += "A";

long end = System.currentTimeMillis();

return new long[]{end - start, s.length()};

}

public static long[] testStringBuilder(int n) {

long start = System.currentTimeMillis();

StringBuilder sb = new StringBuilder();

for (int i = 0; i < n; i++) sb.append("A");

long end = System.currentTimeMillis();

return new long[]{end - start, sb.length()};

}

public static long[] testStringBuffer(int n) {

long start = System.currentTimeMillis();

StringBuffer sb = new StringBuffer();

for (int i = 0; i < n; i++) sb.append("A");

long end = System.currentTimeMillis();

return new long[]{end - start, sb.length()};

}

public static String getMemoryEfficiency(long time, long length) {

double efficiency = (double) length / (time + 1);

if (efficiency > 10000) return "High";

else if (efficiency > 1000) return "Medium";

else return "Low";

}

public static void displayResults(long[] strResult, long[] sbResult, long[] sbufResult) {

System.out.println("\n-----------------------------------------------");

System.out.printf("%-15s | %-15s | %-15s\n", "Method", "Time (ms)", "Memory Efficiency");

System.out.println("-----------------------------------------------");

System.out.printf("%-15s | %-15d | %-15s\n", "String", strResult[0], getMemoryEfficiency(strResult[0], strResult[1]));

System.out.printf("%-15s | %-15d | %-15s\n", "StringBuilder", sbResult[0], getMemoryEfficiency(sbResult[0], sbResult[1]));

System.out.printf("%-15s | %-15d | %-15s\n", "StringBuffer", sbufResult[0], getMemoryEfficiency(sbufResult[0], sbufResult[1]));

System.out.println("-----------------------------------------------");

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter number of iterations: ");

int n = sc.nextInt();

long[] strResult = testStringConcat(n);

long[] sbResult = testStringBuilder(n);

long[] sbufResult = testStringBuffer(n);

displayResults(strResult, sbResult, sbufResult);

sc.close();

}

}

OUPUT:

Enter number of iterations: 5000

-----------------------------------------------

Method | Time (ms) | Memory Efficiency

-----------------------------------------------

String | 11 | Low

StringBuilder | 0 | Medium

StringBuffer | 1 | Medium

-----------------------------------------------

**Problem 4: Write a program to create a simple encryption and decryption system using ASCII character shifting (Caesar Cipher implementation)**

**Hint =>**

a. Take user input for the text to encrypt and the shift value

b. Create a method to encrypt text using ASCII values:

● i. For each character, get its ASCII value using (int) casting

● ii. Shift the ASCII value by the given amount

● iii. Handle wrap-around for alphabetic characters (A-Z, a-z)

● iv. Keep non-alphabetic characters unchanged

c. Create a method to decrypt text:

● i. Reverse the shifting process

● ii. Handle negative shifts properly

d. Create a method to display ASCII values of characters before and after encryption e. Create a method to validate that decryption returns the original text

3

![](data:image/png;base64,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)

f. The main function takes inputs, calls encryption/decryption methods, and displays:

● i. Original text with ASCII values

● ii. Encrypted text with ASCII values

● iii. Decrypted text with validation result

SOLUTION:

import java.util.\*;

public class CaesarCipherDemo {

public static String encrypt(String text, int shift) {

StringBuilder encrypted = new StringBuilder();

for (int i = 0; i < text.length(); i++) {

char c = text.charAt(i);

if (c >= 'A' && c <= 'Z') {

encrypted.append((char) ((c - 'A' + shift) % 26 + 'A'));

} else if (c >= 'a' && c <= 'z') {

encrypted.append((char) ((c - 'a' + shift) % 26 + 'a'));

} else {

encrypted.append(c);

}

}

return encrypted.toString();

}

public static String decrypt(String text, int shift) {

return encrypt(text, 26 - (shift % 26));

}

public static void displayAsciiValues(String label, String text) {

System.out.print(label + " ASCII: ");

for (int i = 0; i < text.length(); i++) {

System.out.print((int) text.charAt(i));

if (i < text.length() - 1) System.out.print(" ");

}

System.out.println();

}

public static boolean validate(String original, String decrypted) {

return original.equals(decrypted);

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter text to encrypt: ");

String text = sc.nextLine();

System.out.print("Enter shift value: ");

int shift = sc.nextInt();

String encrypted = encrypt(text, shift);

String decrypted = decrypt(encrypted, shift);

System.out.println("\n----------------------------");

System.out.println("Original Text: " + text);

displayAsciiValues("Original", text);

System.out.println("Encrypted Text: " + encrypted);

displayAsciiValues("Encrypted", encrypted);

System.out.println("Decrypted Text: " + decrypted);

displayAsciiValues("Decrypted", decrypted);

System.out.println("Decryption Valid: " + (validate(text, decrypted) ? "Yes" : "No"));

System.out.println("----------------------------");

sc.close();

}

}

OUTPUT:

Enter text to encrypt: this is java program

Enter shift value: 3

----------------------------

Original Text: this is java program

Original ASCII: 116 104 105 115 32 105 115 32 106 97 118 97 32 112 114 111 103 114 97 109

Encrypted Text: wklv lv mdyd surjudp

Encrypted ASCII: 119 107 108 118 32 108 118 32 109 100 121 100 32 115 117 114 106 117 100 112

Decrypted Text: this is java program

Decrypted ASCII: 116 104 105 115 32 105 115 32 106 97 118 97 32 112 114 111 103 114 97 109

Decryption Valid: Yes

----------------------------

**Problem 5: Write a program to extract and analyze different parts of an email address using substring() and indexOf() methods**

**Hint =>**

a. Take user input for multiple email addresses using Scanner

b. Create a method to validate email format:

● i. Check for exactly one '@' symbol using indexOf() and lastIndexOf() ● ii. Check for at least one '.' after '@' symbol

● iii. Validate that username and domain are not empty

c. Create a method to extract email components:

● i. Extract username using substring() from start to '@' position

● ii. Extract domain using substring() from '@' position to end

● iii. Extract domain name and extension separately

d. Create a method to analyze email statistics:

● i. Count total valid/invalid emails

● ii. Find most common domain

● iii. Calculate average username length

e. Create a method to display results in tabular format showing:

● i. Email, Username, Domain, Domain Name, Extension, Valid/Invalid f. The main function processes multiple emails and displays analysis results

SOLUTION:

import java.util.\*;

public class EmailAnalyzer {

public static boolean isValidEmail(String email) {

int atPos = email.indexOf('@');

int lastAt = email.lastIndexOf('@');

if (atPos == -1 || atPos != lastAt) return false;

int dotPos = email.indexOf('.', atPos);

if (dotPos == -1) return false;

String username = email.substring(0, atPos);

String domain = email.substring(atPos + 1);

if (username.isEmpty() || domain.isEmpty()) return false;

return true;

}

public static String[] extractComponents(String email) {

int atPos = email.indexOf('@');

String username = email.substring(0, atPos);

String domain = email.substring(atPos + 1);

int dotPos = domain.lastIndexOf('.');

String domainName = dotPos != -1 ? domain.substring(0, dotPos) : domain;

String extension = dotPos != -1 ? domain.substring(dotPos + 1) : "";

return new String[]{username, domain, domainName, extension};

}

public static void displayTable(List<String> emails) {

System.out.println("\n--------------------------------------------------------------------------------");

System.out.printf("%-30s | %-15s | %-20s | %-15s | %-10s | %-8s\n",

"Email", "Username", "Domain", "Domain Name", "Extension", "Valid?");

System.out.println("--------------------------------------------------------------------------------");

for (String email : emails) {

if (isValidEmail(email)) {

String[] parts = extractComponents(email);

System.out.printf("%-30s | %-15s | %-20s | %-15s | %-10s | %-8s\n",

email, parts[0], parts[1], parts[2], parts[3], "Yes");

} else {

System.out.printf("%-30s | %-15s | %-20s | %-15s | %-10s | %-8s\n",

email, "-", "-", "-", "-", "No");

}

}

System.out.println("--------------------------------------------------------------------------------");

}

public static void analyzeStatistics(List<String> emails) {

int validCount = 0, invalidCount = 0, totalUsernameLength = 0;

Map<String, Integer> domainCount = new HashMap<>();

for (String email : emails) {

if (isValidEmail(email)) {

validCount++;

String[] parts = extractComponents(email);

totalUsernameLength += parts[0].length();

domainCount.put(parts[1], domainCount.getOrDefault(parts[1], 0) + 1);

} else invalidCount++;

}

String mostCommonDomain = "-";

int maxCount = 0;

for (Map.Entry<String, Integer> entry : domainCount.entrySet()) {

if (entry.getValue() > maxCount) {

maxCount = entry.getValue();

mostCommonDomain = entry.getKey();

}

}

double avgUsernameLength = validCount > 0 ? (double) totalUsernameLength / validCount : 0;

System.out.println("\n================= Email Statistics =================");

System.out.println("Total Emails: " + emails.size());

System.out.println("Valid Emails: " + validCount);

System.out.println("Invalid Emails: " + invalidCount);

System.out.println("Most Common Domain: " + mostCommonDomain);

System.out.printf("Average Username Len: %.2f\n", avgUsernameLength);

System.out.println("====================================================");

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

List<String> emails = new ArrayList<>();

System.out.print("Enter number of email addresses: ");

int n = sc.nextInt();

sc.nextLine();

for (int i = 1; i <= n; i++) {

System.out.print("Enter email " + i + ": ");

emails.add(sc.nextLine().trim());

}

displayTable(emails);

analyzeStatistics(emails);

sc.close();

}

}

OUTPUT:

Enter number of email addresses: 3

Enter email 1: ar9876@srmist.edu.in

Enter email 2: sv2735@srmist.edu.in

Enter email 3: kk4567@srmist.edu.in

--------------------------------------------------------------------------------

Email | Username | Domain | Domain Name | Extension | Valid?

--------------------------------------------------------------------------------

ar9876@srmist.edu.in | ar9876 | srmist.edu.in | srmist.edu | in | Yes

sv2735@srmist.edu.in | sv2735 | srmist.edu.in | srmist.edu | in | Yes

kk4567@srmist.edu.in | kk4567 | srmist.edu.in | srmist.edu | in | Yes

--------------------------------------------------------------------------------

================= Email Statistics =================

Total Emails: 3

Valid Emails: 3

Invalid Emails: 0

Most Common Domain: srmist.edu.in

Average Username Len: 6.00

====================================================

**Problem 6: Write a program to create a text formatter that justifies text to a specified width using StringBuilder for efficient string manipulation**
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![](data:image/png;base64,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)

**Hint =>**

a. Take user input for the text to format and desired line width b. Create a method to split text into words without using split():

● i. Use charAt() to identify spaces

● ii. Extract words using substring() method

● iii. Store words in an array

c. Create a method using StringBuilder to justify text:

● i. Add words to current line until width limit is reached ● ii. Distribute extra spaces evenly between words ● iii. Handle last line separately (left-aligned only)

d. Create a method to center-align text:

● i. Calculate padding needed on both sides

● ii. Use StringBuilder to build centered lines

e. Create a method to compare performance:

● i. Implement the same formatting using String concatenation ● ii. Measure time difference using System.nanoTime()

f. Create a method to display the formatted text with:

● i. Line numbers

● ii. Character count per line

● iii. Performance comparison results

g. The main function calls all methods and displays:

● i. Original text

● ii. Left-justified text

● iii. Center-aligned text

● iv. Performance analysis

import java.util.\*;

public class TextFormatter {

// Split text into words manually without using split()

public static List<String> getWords(String text) {

List<String> words = new ArrayList<>();

int start = 0;

for (int i = 0; i < text.length(); i++) {

if (text.charAt(i) == ' ') {

if (start != i) {

words.add(text.substring(start, i));

}

start = i + 1;

}

}

if (start < text.length()) {

words.add(text.substring(start));

}

return words;

}

// Left-justify text using StringBuilder

public static List<String> justifyText(List<String> words, int width) {

List<String> lines = new ArrayList<>();

int index = 0;

while (index < words.size()) {

int lineLength = words.get(index).length();

int last = index + 1;

while (last < words.size()) {

if (lineLength + words.get(last).length() + 1 > width) break;

lineLength += words.get(last).length() + 1;

last++;

}

StringBuilder sb = new StringBuilder();

int gaps = last - index - 1;

if (last == words.size() || gaps == 0) {

for (int i = index; i < last; i++) {

sb.append(words.get(i)).append(" ");

}

sb.deleteCharAt(sb.length() - 1);

while (sb.length() < width) sb.append(" ");

} else {

int totalSpaces = width - lineLength + gaps;

int spaceBetween = totalSpaces / gaps;

int extraSpaces = totalSpaces % gaps;

for (int i = index; i < last - 1; i++) {

sb.append(words.get(i));

for (int s = 0; s < spaceBetween + 1; s++) sb.append(" ");

if (extraSpaces-- > 0) sb.append(" ");

}

sb.append(words.get(last - 1));

}

lines.add(sb.toString());

index = last;

}

return lines;

}

// Center-align text using StringBuilder

public static List<String> centerAlign(List<String> words, int width) {

List<String> lines = new ArrayList<>();

StringBuilder sb = new StringBuilder();

for (String word : words) {

if (sb.length() + word.length() + 1 > width) {

String line = sb.toString().trim();

int padding = (width - line.length()) / 2;

StringBuilder centered = new StringBuilder();

for (int i = 0; i < padding; i++) centered.append(" ");

centered.append(line);

while (centered.length() < width) centered.append(" ");

lines.add(centered.toString());

sb.setLength(0);

}

sb.append(word).append(" ");

}

if (sb.length() > 0) {

String line = sb.toString().trim();

int padding = (width - line.length()) / 2;

StringBuilder centered = new StringBuilder();

for (int i = 0; i < padding; i++) centered.append(" ");

centered.append(line);

while (centered.length() < width) centered.append(" ");

lines.add(centered.toString());

}

return lines;

}

// Performance comparison: StringBuilder vs String concatenation

public static void comparePerformance(List<String> words, int width) {

long start1 = System.nanoTime();

justifyText(words, width);

long end1 = System.nanoTime();

long sbTime = end1 - start1;

long start2 = System.nanoTime();

String result = "";

int lineLen = 0;

for (String word : words) {

if (lineLen + word.length() + 1 > width) {

result += "\n";

lineLen = 0;

}

result += word + " ";

lineLen += word.length() + 1;

}

long end2 = System.nanoTime();

long concatTime = end2 - start2;

System.out.println("\n============= Performance Comparison =============");

System.out.println("StringBuilder Time: " + sbTime + " ns");

System.out.println("String Concatenation Time: " + concatTime + " ns");

if (sbTime < concatTime)

System.out.println("Winner: StringBuilder (Faster)");

else

System.out.println("Winner: String Concatenation (Faster)");

System.out.println("==================================================");

}

// Display formatted text with line numbers & character count

public static void displayFormattedText(List<String> lines, String title) {

System.out.println("\n========= " + title + " =========");

int lineNo = 1;

for (String line : lines) {

System.out.printf("Line %2d (%2d chars): %s\n", lineNo++, line.length(), line);

}

System.out.println("===================================");

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter text to format: ");

String text = sc.nextLine();

System.out.print("Enter desired line width: ");

int width = sc.nextInt();

List<String> words = getWords(text);

List<String> justified = justifyText(words, width);

List<String> centered = centerAlign(words, width);

System.out.println("\n========= Original Text =========");

System.out.println(text);

displayFormattedText(justified, "Justified Text");

displayFormattedText(centered, "Center Aligned Text");

comparePerformance(words, width);

sc.close();

}

}

OUTPUT:

Enter text to format: jaVA ProgRam

Enter desired line width: 4

========= Original Text =========

jaVA ProgRam

========= Justified Text =========

Line 1 ( 4 chars): jaVA

Line 2 ( 7 chars): ProgRam

===================================

========= Center Aligned Text =========

Line 1 ( 4 chars):

Line 2 ( 4 chars): jaVA

Line 3 ( 7 chars): ProgRam

===================================

============= Performance Comparison =============

StringBuilder Time: 26200 ns

String Concatenation Time: 5450600 ns

Winner: StringBuilder (Faster)

==================================================
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